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1 Context

Verification in F⋆ The F⋆ programming language [6, 5] is a general purpose language designed with formal verification in mind. It features programming with side-effects and dependent types, and proving via SMT-based reasoning as well as tactics. It has proven its strength with the implementation of several large scale project such as HACL⋆ [8], a verified cryptographic library featured in Firefox and WireGuard.

Infinite Structures with Coinduction Coinduction is a technique used to define and manipulate infinite data structures. It is particularly useful in program verification when doing proof by simulation. For instance, it is used in the verified C compiler CompCert [4], to model execution traces. In general, coinduction is useful to model potentially non-terminating programs and their interaction with their environment, see for example the Interaction Trees [7] library. While it has proven its value as a proof technique, coinduction is not yet supported in F⋆.

2 Goal

The goal of this internship is to provide support for coinduction in F⋆. We aim at tackling two challenges:

• The first objective is to provide an interface usable for defining and using coinductive data structures, as well as proving facts by coinduction.

• The second objective is to back up this implementation with solid formal foundations.

To solve those challenges, we will leverage the F⋆ metaprogramming features. The implementation should be suitable for realistic developments relying on coinduction. In particular, having in mind the F⋆ ecosystem, it should feature good interaction with the SMT solver. To this end, we will draw inspiration from existing work in the Dafny verification system [3]. On the formalization side, we will look at previous work on encoding coinductive structures with regular inductive types [1]. The approach we suggest is to show that the interface of the library is faithful with regard to a correct-by-construction encoding of coinductive types. The implementation of the library will be showcased with concrete use cases, for example one could port the aforementioned Interaction Trees library to F⋆ and use it to prove properties about programs with arbitrary recursion and side effects.
As an additional objective, depending on the progression of the internship, we are also interested in adapting techniques from the Paco [2] library for the Coq Proof Assistant. This library provide an original and effective way do prove facts coinductively. It will help us provide a tactic based approach to coinductive proofs when the SMT approach is too coarse-grained.

3 Qualifications

The internship will be six month and is targeted at master degree students, it will be hosted at Inria Paris by the Prosecco team. The preferred qualification for the candidate are familiarity with type theory and functional programming. Experience with a proof assistant is a plus.
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